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# Αντικειμενοστρεφής Προγραμματισμός- Εργαστήριο 5- Λύσεις

# Άσκηση 1

#include <iostream>

#include <string>

using namespace std;

class Person

{

char \*name;

char \*surname;

int age;

public:

Person(char \*\_name, char \*\_surname, int \_age)

{

cout << "constructor called" << endl; name = new char[strlen(\_name)+1]; strcpy(name, \_name);

surname = new char[strlen(\_surname)+1]; strcpy(surname, \_surname);

age = \_age;

}

Person()

{

cout << "default constructor called" << endl; name = new char[4];

strcpy(name, "N/A"); surname = new char[4]; strcpy(surname, "N/A");

age = 0;

}

~Person()

{

cout << "destructor called" << endl;

delete []name;

delete []surname;

}

void display()

{

cout << "Name: " << name << endl;

cout << "Surname: " << surname << endl;

cout << "Age: " << age << endl;

}

void setName(char \*\_name)

{

delete []name;

name = new char[strlen(\_name)+1]; strcpy(name, \_name);

}

void setSurname(char \*\_surname)

{

delete []surname;

surname = new char[strlen(\_surname)+1];

strcpy(surname, \_surname);

}

void setAge(int \_age)

{

age = \_age;

}

};

int \_tmain(int argc, \_TCHAR\* argv[])

{

Person p[10]; //καλείται 10 φορές ο default constructor

p[0].setName("John");

p[0].setSurname("Newman");

p[0].setAge(33);

p[0].display();

system("pause");

return 0;

}

# Ασκήσεις 2 & 3

Επειδή η κλάση μας δεν περιέχει copy constructor, θα υπάρξει πρόβλημα όταν περάσουμε ένα αντικείμενο Person ως παράμετρο σε συνάρτηση. Αν περάσουμε την παράμετρο «κατά τιμή» (by value) και όχι μέσω pointer ή reference (by reference), τότε δημιουργείται αντίγραφο του αντικειμένου.

Τα αντίγραφο αυτό θα δημιουργηθεί από τον default copy constructor, ο οποίος θα κάνει «ρηχή αντιγραφή» του αντικειμένου, με αποτέλεσμα το αρχικό αντικείμενο και το αντίγραφό του να περιέχουν pointers που δείχνουν στα ίδια strings (ή αλλιώς, στις ίδιες θέσεις μνήμης).

Όταν τελειώσει η συνάρτηση, τότε θα κληθεί ο destructor του Person και θα καταστρέψει το αντίγραφο. Εκτός από αυτό όμως θα σβήσει και τα strings που περιέχονται στο αντίγραφο. Καθώς όμως τα strings αυτά είναι κοινά για τα δύο αντικείμενα, το αρχικό αντικείμενο θα περιέχει πλέον pointers που δεν δείχνουν σε κάποια strings αλλά σε θέσεις μνήμης που δεν τους ανήκουν.

Ανάλογα με την πλατφόρμα και το σύστημα του καθενός, το πρόγραμμα ενδέχεται να τερματίσει ανώμαλα οποιαδήποτε στιγμή. Η λύση για το πρόβλημα αυτό είναι η υλοποίηση copy constructor που θα κάνει αντιγραφή αντικειμένων σε βάθος. Επίσης, θα πρέπει να υλοποιήσουμε και τον assignment operator,ώστε να αποφύγουμε τα προβλήματα και στην περίπτωση αντιγραφή αντικειμένων μέσω του τελεστή “=”.

#include <iostream>

#include <string>

using namespace std;

class Person

{

char \*name;

char \*surname;

int age;

public:

Person(char \*\_name, char \*\_surname, int \_age)

{

cout << "constructor called" << endl;

name = new char[strlen(\_name)+1];

strcpy(name, \_name);

surname = new char[strlen(\_surname)+1];

strcpy(surname, \_surname);

age = \_age;

}

Person()

{

cout << "default constructor called" << endl;

name = new char[4];

strcpy(name, "N/A"); surname = new char[4]; strcpy(surname, "N/A"); age = 0;

}

~Person()

{

cout << "destructor called" << endl;

delete []name;

delete []surname;

}

Person(const Person &p)

{

cout << "copy constructor called" << endl; name = new char[strlen(p.name)+1]; strcpy(name, p.name);

surname = new char[strlen(p.surname)+1]; strcpy(surname, p.surname);

age = p.age;

}

Person& operator=(const Person &p)

{

cout << "assignment operator called" << endl;

delete[]name;

delete []surname;

name = new char[strlen(p.name)+1]; strcpy(name, p.name);

surname = new char[strlen(p.surname)+1];

strcpy(surname, p.surname);

age = p.age;

return \*this;

}

void display()

{

cout << "Name: " << name << endl;

cout << "Surname: " << surname << endl;

cout << "Age: " << age << endl;

}

void setName(char \*\_name)

{

delete []name;

name = new char[strlen(\_name)+1];

strcpy(name, \_name);

}

void setSurname(char \*\_surname)

{

delete []surname;

surname = new char[strlen(\_surname)+1];

strcpy(surname, \_surname);

}

void setAge(int \_age)

{

age = \_age;

}

int getAge()

{

return age;

}

};

int calculateBirthYear(Person p)

{

int currentYear = 2012;

int birthYear = currentYear - p.getAge();

return birthYear;

}

int \_tmain(int argc, \_TCHAR\* argv[])

{

Person p;

p.setName("John"); p.setSurname("Newman"); p.setAge(33);

p.display();

cout << "Birth year: " << calculateBirthYear(p); Person q;

q = p;

q.display();

system("pause");

return 0;

}
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